 Javascript is the most popular **programming language** in the world and that makes it a programmer’s great choice. Once you learnt Javascript, it helps you developing great front-end as well as back-end softwares using different Javascript based frameworks like jQuery, Node.JS etc.

 Javascript is everywhere, it comes installed on every modern web browser and so to learn Javascript you really do not need any special environment setup. For example Chrome, Mozilla Firefox , Safari and every browser you know as of today, supports Javascript.

 Javascript helps you create really beautiful and crazy fast websites. You can develop your website with a console like look and feel and give your users the best Graphical User Experience.

 JavaScript usage has now extended to mobile app development, desktop app development, and game development. This opens many opportunities for you as Javascript Programmer.

JavaScript is a dynamic computer programming language. It is lightweight and most commonly used as a part of web pages, whose implementations allow client-side script to interact with the user and make dynamic pages. It is an interpreted programming language with object-oriented capabilities.

**Client-Side JavaScript**

Client-side JavaScript is the most common form of the language. The script should be included in or referenced by an HTML document for the code to be interpreted by the browser.

It means that a web page need not be a static HTML, but can include programs that interact with the user, control the browser, and dynamically create HTML content.

The JavaScript client-side mechanism provides many advantages over traditional CGI server-side scripts. For example, you might use JavaScript to check if the user has entered a valid e-mail address in a form field.

The JavaScript code is executed when the user submits the form, and only if all the entries are valid, they would be submitted to the Web Server.

JavaScript can be used to trap user-initiated events such as button clicks, link navigation, and other actions that the user initiates explicitly or implicitly.

**Advantages of JavaScript**

The merits of using JavaScript are −

* **Less server interaction** − You can validate user input before sending the page off to the server. This saves server traffic, which means less load on your server.
* **Immediate feedback to the visitors** − They don't have to wait for a page reload to see if they have forgotten to enter something.
* **Increased interactivity** − You can create interfaces that react when the user hovers over them with a mouse or activates them via the keyboard.
* **Richer interfaces** − You can use JavaScript to include such items as drag-and-drop components and sliders to give a Rich Interface to your site visitors.

**Limitations of JavaScript**

We cannot treat JavaScript as a full-fledged programming language. It lacks the following important features −

* Client-side JavaScript does not allow the reading or writing of files. This has been kept for security reason.
* JavaScript cannot be used for networking applications because there is no such support available.
* JavaScript doesn't have any multi-threading or multiprocessor capabilities.

Once again, JavaScript is a lightweight, interpreted programming language that allows you to build interactivity into otherwise static HTML pages.

**JavaScript Development Tools**

One of major strengths of JavaScript is that it does not require expensive development tools. You can start with a simple text editor such as Notepad. Since it is an interpreted language inside the context of a web browser, you don't even need to buy a compiler.

To make our life simpler, various vendors have come up with very nice JavaScript editing tools. Some of them are listed here −

* **Microsoft FrontPage** − Microsoft has developed a popular HTML editor called FrontPage. FrontPage also provides web developers with a number of JavaScript tools to assist in the creation of interactive websites.
* **Macromedia Dreamweaver MX** − Macromedia Dreamweaver MX is a very popular HTML and JavaScript editor in the professional web development crowd. It provides several handy prebuilt JavaScript components, integrates well with databases, and conforms to new standards such as XHTML and XML.
* **Macromedia HomeSite 5** − HomeSite 5 is a well-liked HTML and JavaScript editor from Macromedia that can be used to manage personal websites effectively.

## JavaScript Variables

Like many other programming languages, JavaScript has variables. Variables can be thought of as named containers. You can place data into these containers and then refer to the data simply by naming the container.

Before you use a variable in a JavaScript program, you must declare it. Variables are declared with the **var** keyword as follows.

<script type = "text/javascript">

<!--

var money;

var name;

//-->

</script>

You can also declare multiple variables with the same **var** keyword as follows −

<script type = "text/javascript">

<!--

var money, name;

//-->

</script>

Storing a value in a variable is called **variable initialization**. You can do variable initialization at the time of variable creation or at a later point in time when you need that variable.

For instance, you might create a variable named **money** and assign the value 2000.50 to it later. For another variable, you can assign a value at the time of initialization as follows.

<script type = "text/javascript">

<!--

var name = "Ali";

var money;

money = 2000.50;

//-->

</script>

**Note** − Use the **var** keyword only for declaration or initialization, once for the life of any variable name in a document. You should not re-declare same variable twice.

JavaScript is **untyped** language. This means that a JavaScript variable can hold a value of any data type. Unlike many other languages, you don't have to tell JavaScript during variable declaration what type of value the variable will hold. The value type of a variable can change during the execution of a program and JavaScript takes care of it automatically.

## JavaScript Variable Scope

The scope of a variable is the region of your program in which it is defined. JavaScript variables have only two scopes.

* **Global Variables** − A global variable has global scope which means it can be defined anywhere in your JavaScript code.
* **Local Variables** − A local variable will be visible only within a function where it is defined. Function parameters are always local to that function.

Within the body of a function, a local variable takes precedence over a global variable with the same name. If you declare a local variable or function parameter with the same name as a global variable, you effectively hide the global variable. Take a look into the following example.

[Live Demo](http://tpcg.io/wAb0EM)

<html>

<body onload = checkscope();>

<script type = "text/javascript">

<!--

var myVar = "global"; // Declare a global variable

function checkscope( ) {

var myVar = "local"; // Declare a local variable

document.write(myVar);

}

//-->

</script>

</body>

</html>

This produces the following result −

local

## JavaScript Variable Names

While naming your variables in JavaScript, keep the following rules in mind.

* You should not use any of the JavaScript reserved keywords as a variable name. These keywords are mentioned in the next section. For example, **break** or **boolean** variable names are not valid.
* JavaScript variable names should not start with a numeral (0-9). They must begin with a letter or an underscore character. For example, **123test** is an invalid variable name but **\_123test** is a valid one.
* JavaScript variable names are case-sensitive. For example, **Name** and **name** are two different variables

**JavaScript Operators**

JavaScript supports the following types of operators.

* Arithmetic Operators
* Comparison Operators
* Logical (or Relational) Operators
* Assignment Operators
* Conditional (or ternary) Operators
* **Arithmetic Operators**
* JavaScript supports the following arithmetic operators −
* Assume variable A holds 10 and variable B holds 20, then −

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **+ (Addition)**  Adds two operands  **Ex:** A + B will give 30 |
| 2 | **- (Subtraction)**  Subtracts the second operand from the first  **Ex:** A - B will give -10 |
| 3 | **\* (Multiplication)**  Multiply both operands  **Ex:** A \* B will give 200 |
| 4 | **/ (Division)**  Divide the numerator by the denominator  **Ex:** B / A will give 2 |
| 5 | **% (Modulus)**  Outputs the remainder of an integer division  **Ex:** B % A will give 0 |
| 6 | **++ (Increment)**  Increases an integer value by one  **Ex:** A++ will give 11 |
| 7 | **-- (Decrement)**  Decreases an integer value by one  **Ex:** A-- will give 9 |

* **Note** − Addition operator (+) works for Numeric as well as Strings. e.g. "a" + 10 will give "a10".

The following code shows how to use arithmetic operators in JavaScript.

<html>

<body>

<script type = "text/javascript">

<!--

var a = 33;

var b = 10;

var c = "Test";

var linebreak = "<br />";

document.write("a + b = ");

result = a + b;

document.write(result);

document.write(linebreak);

document.write("a - b = ");

result = a - b;

document.write(result);

document.write(linebreak);

document.write("a / b = ");

result = a / b;

document.write(result);

document.write(linebreak);

document.write("a % b = ");

result = a % b;

document.write(result);

document.write(linebreak);

document.write("a + b + c = ");

result = a + b + c;

document.write(result);

document.write(linebreak);

a = ++a;

document.write("++a = ");

result = ++a;

document.write(result);

document.write(linebreak);

b = --b;

document.write("--b = ");

result = --b;

document.write(result);

document.write(linebreak);

//-->

</script>

Set the variables to different values and then try...

</body>

</html>

### Output

a + b = 43

a - b = 23

a / b = 3.3

a % b = 3

a + b + c = 43Test

++a = 35

--b = 8

Set the variables to different values and then try...

## Comparison Operators

JavaScript supports the following comparison operators −

Assume variable A holds 10 and variable B holds 20, then −

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **= = (Equal)**  Checks if the value of two operands are equal or not, if yes, then the condition becomes true.  **Ex:** (A == B) is not true. |
| 2 | **!= (Not Equal)**  Checks if the value of two operands are equal or not, if the values are not equal, then the condition becomes true.  **Ex:** (A != B) is true. |
| 3 | **> (Greater than)**  Checks if the value of the left operand is greater than the value of the right operand, if yes, then the condition becomes true.  **Ex:** (A > B) is not true. |
| 4 | **< (Less than)**  Checks if the value of the left operand is less than the value of the right operand, if yes, then the condition becomes true.  **Ex:** (A < B) is true. |
| 5 | **>= (Greater than or Equal to)**  Checks if the value of the left operand is greater than or equal to the value of the right operand, if yes, then the condition becomes true.  **Ex:** (A >= B) is not true. |
| 6 | **<= (Less than or Equal to)**  Checks if the value of the left operand is less than or equal to the value of the right operand, if yes, then the condition becomes true.  **Ex:** (A <= B) is true. |

### Example

The following code shows how to use comparison operators in JavaScript.

<html>

<body>

<script type = "text/javascript">

<!--

var a = 10;

var b = 20;

var linebreak = "<br />";

document.write("(a == b) => ");

result = (a == b);

document.write(result);

document.write(linebreak);

document.write("(a < b) => ");

result = (a < b);

document.write(result);

document.write(linebreak);

document.write("(a > b) => ");

result = (a > b);

document.write(result);

document.write(linebreak);

document.write("(a != b) => ");

result = (a != b);

document.write(result);

document.write(linebreak);

document.write("(a >= b) => ");

result = (a >= b);

document.write(result);

document.write(linebreak);

document.write("(a <= b) => ");

result = (a <= b);

document.write(result);

document.write(linebreak);

//-->

</script>

Set the variables to different values and different operators and then try...

</body>

</html>

### Output

(a == b) => false

(a < b) => true

(a > b) => false

(a != b) => true

(a >= b) => false

a <= b) => true

Set the variables to different values and different operators and then try...

## Logical Operators

JavaScript supports the following logical operators −

Assume variable A holds 10 and variable B holds 20, then −

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **&& (Logical AND)**  If both the operands are non-zero, then the condition becomes true.  **Ex:** (A && B) is true. |
| 2 | **|| (Logical OR)**  If any of the two operands are non-zero, then the condition becomes true.  **Ex:** (A || B) is true. |
| 3 | **! (Logical NOT)**  Reverses the logical state of its operand. If a condition is true, then the Logical NOT operator will make it false.  **Ex:** ! (A && B) is false. |

### Example

Try the following code to learn how to implement Logical Operators in JavaScript.

<html>

<body>

<script type = "text/javascript">

<!--

var a = true;

var b = false;

var linebreak = "<br />";

document.write("(a && b) => ");

result = (a && b);

document.write(result);

document.write(linebreak);

document.write("(a || b) => ");

result = (a || b);

document.write(result);

document.write(linebreak);

document.write("!(a && b) => ");

result = (!(a && b));

document.write(result);

document.write(linebreak);

//-->

</script>

<p>Set the variables to different values and different operators and then try...</p>

</body>

</html>

### Output

(a && b) => false

(a || b) => true

!(a && b) => true

Set the variables to different values and different operators and then try...

## Bitwise Operators

JavaScript supports the following bitwise operators −

Assume variable A holds 2 and variable B holds 3, then −

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **& (Bitwise AND)**  It performs a Boolean AND operation on each bit of its integer arguments.  **Ex:** (A & B) is 2. |
| 2 | **| (BitWise OR)**  It performs a Boolean OR operation on each bit of its integer arguments.  **Ex:** (A | B) is 3. |
| 3 | **^ (Bitwise XOR)**  It performs a Boolean exclusive OR operation on each bit of its integer arguments. Exclusive OR means that either operand one is true or operand two is true, but not both.  **Ex:** (A ^ B) is 1. |
| 4 | **~ (Bitwise Not)**  It is a unary operator and operates by reversing all the bits in the operand.  **Ex:** (~B) is -4. |
| 5 | **<< (Left Shift)**  It moves all the bits in its first operand to the left by the number of places specified in the second operand. New bits are filled with zeros. Shifting a value left by one position is equivalent to multiplying it by 2, shifting two positions is equivalent to multiplying by 4, and so on.  **Ex:** (A << 1) is 4. |
| 6 | **>> (Right Shift)**  Binary Right Shift Operator. The left operand’s value is moved right by the number of bits specified by the right operand.  **Ex:** (A >> 1) is 1. |
| 7 | **>>> (Right shift with Zero)**  This operator is just like the >> operator, except that the bits shifted in on the left are always zero.  **Ex:** (A >>> 1) is 1. |

### Example

Try the following code to implement Bitwise operator in JavaScript.

<html>

<body>

<script type = "text/javascript">

<!--

var a = 2; // Bit presentation 10

var b = 3; // Bit presentation 11

var linebreak = "<br />";

document.write("(a & b) => ");

result = (a & b);

document.write(result);

document.write(linebreak);

document.write("(a | b) => ");

result = (a | b);

document.write(result);

document.write(linebreak);

document.write("(a ^ b) => ");

result = (a ^ b);

document.write(result);

document.write(linebreak);

document.write("(~b) => ");

result = (~b);

document.write(result);

document.write(linebreak);

document.write("(a << b) => ");

result = (a << b);

document.write(result);

document.write(linebreak);

document.write("(a >> b) => ");

result = (a >> b);

document.write(result);

document.write(linebreak);

//-->

</script>

<p>Set the variables to different values and different operators and then try...</p>

</body>

</html>

(a & b) => 2

(a | b) => 3

(a ^ b) => 1

(~b) => -4

(a << b) => 16

(a >> b) => 0

Set the variables to different values and different operators and then try...

## Assignment Operators

JavaScript supports the following assignment operators −

|  |  |
| --- | --- |
| **Sr.No.** | **Operator & Description** |
| 1 | **= (Simple Assignment )**  Assigns values from the right side operand to the left side operand  **Ex:** C = A + B will assign the value of A + B into C |
| 2 | **+= (Add and Assignment)**  It adds the right operand to the left operand and assigns the result to the left operand.  **Ex:** C += A is equivalent to C = C + A |
| 3 | **−= (Subtract and Assignment)**  It subtracts the right operand from the left operand and assigns the result to the left operand.  **Ex:** C -= A is equivalent to C = C - A |
| 4 | **\*= (Multiply and Assignment)**  It multiplies the right operand with the left operand and assigns the result to the left operand.  **Ex:** C \*= A is equivalent to C = C \* A |
| 5 | **/= (Divide and Assignment)**  It divides the left operand with the right operand and assigns the result to the left operand.  **Ex:** C /= A is equivalent to C = C / A |
| 6 | **%= (Modules and Assignment)**  It takes modulus using two operands and assigns the result to the left operand.  **Ex:** C %= A is equivalent to C = C % A |

**Note** − Same logic applies to Bitwise operators so they will become like <<=, >>=, >>=, &=, |= and ^=.

### Example

Try the following code to implement assignment operator in JavaScript.

<html>

<body>

<script type = "text/javascript">

<!--

var a = 33;

var b = 10;

var linebreak = "<br />";

document.write("Value of a => (a = b) => ");

result = (a = b);

document.write(result);

document.write(linebreak);

document.write("Value of a => (a += b) => ");

result = (a += b);

document.write(result);

document.write(linebreak);

document.write("Value of a => (a -= b) => ");

result = (a -= b);

document.write(result);

document.write(linebreak);

document.write("Value of a => (a \*= b) => ");

result = (a \*= b);

document.write(result);

document.write(linebreak);

document.write("Value of a => (a /= b) => ");

result = (a /= b);

document.write(result);

document.write(linebreak);

document.write("Value of a => (a %= b) => ");

result = (a %= b);

document.write(result);

document.write(linebreak);

//-->

</script>

<p>Set the variables to different values and different operators and then try...</p>

</body>

</html>

### Output

Value of a => (a = b) => 10

Value of a => (a += b) => 20

Value of a => (a -= b) => 10

Value of a => (a \*= b) => 100

Value of a => (a /= b) => 10

Value of a => (a %= b) => 0

Set the variables to different values and different operators and then try...

## Miscellaneous Operator

We will discuss two operators here that are quite useful in JavaScript: the **conditional operator** (? :) and the **typeof operator**.

### Conditional Operator (? :)

The conditional operator first evaluates an expression for a true or false value and then executes one of the two given statements depending upon the result of the evaluation.

|  |  |
| --- | --- |
| **Sr.No.** | **Operator and Description** |
| 1 | **? : (Conditional )**  If Condition is true? Then value X : Otherwise value Y |

### Example

Try the following code to understand how the Conditional Operator works in JavaScript.

<html>

<body>

<script type = "text/javascript">

<!--

var a = 10;

var b = 20;

var linebreak = "<br />";

document.write ("((a > b) ? 100 : 200) => ");

result = (a > b) ? 100 : 200;

document.write(result);

document.write(linebreak);

document.write ("((a < b) ? 100 : 200) => ");

result = (a < b) ? 100 : 200;

document.write(result);

document.write(linebreak);

//-->

</script>

<p>Set the variables to different values and different operators and then try...</p>

</body>

</html>

### Output

((a > b) ? 100 : 200) => 200

((a < b) ? 100 : 200) => 100

Set the variables to different values and different operators and then try...

## typeof Operator

The **typeof** operator is a unary operator that is placed before its single operand, which can be of any type. Its value is a string indicating the data type of the operand.

The *typeof* operator evaluates to "number", "string", or "boolean" if its operand is a number, string, or boolean value and returns true or false based on the evaluation.

Here is a list of the return values for the **typeof** Operator.

|  |  |
| --- | --- |
| **Type** | **String Returned by typeof** |
| Number | "number" |
| String | "string" |
| Boolean | "boolean" |
| Object | "object" |
| Function | "function" |
| Undefined | "undefined" |
| Null | "object" |

### Example

The following code shows how to implement **typeof** operator.

<html>

<body>

<script type = "text/javascript">

<!--

var a = 10;

var b = "String";

var linebreak = "<br />";

result = (typeof b == "string" ? "B is String" : "B is Numeric");

document.write("Result => ");

document.write(result);

document.write(linebreak);

result = (typeof a == "string" ? "A is String" : "A is Numeric");

document.write("Result => ");

document.write(result);

document.write(linebreak);

//-->

</script>

<p>Set the variables to different values and different operators and then try...</p>

</body>

</html>

### Output

Result => B is String

Result => A is Numeric

**Clint side Validation**

Form validation normally used to occur at the server, after the client had entered all the necessary data and then pressed the Submit button. If the data entered by a client was incorrect or was simply missing, the server would have to send all the data back to the client and request that the form be resubmitted with correct information. This was really a lengthy process which used to put a lot of burden on the server.

JavaScript provides a way to validate form's data on the client's computer before sending it to the web server. Form validation generally performs two functions.

* **Basic Validation** − First of all, the form must be checked to make sure all the mandatory fields are filled in. It would require just a loop through each field in the form and check for data.
* **Data Format Validation** − Secondly, the data that is entered must be checked for correct form and value. Your code must include appropriate logic to test correctness of data.

### Example

We will take an example to understand the process of validation. Here is a simple form in html format.

<html>

<head>

<title>Form Validation</title>

<script type = "text/javascript">

<!--

// Form validation code will come here.

//-->

</script>

</head>

<body>

<form action = "/cgi-bin/test.cgi" name = "myForm" onsubmit = "return(validate());">

<table cellspacing = "2" cellpadding = "2" border = "1">

<tr>

<td align = "right">Name</td>

<td><input type = "text" name = "Name" /></td>

</tr>

<tr>

<td align = "right">EMail</td>

<td><input type = "text" name = "EMail" /></td>

</tr>

<tr>

<td align = "right">Zip Code</td>

<td><input type = "text" name = "Zip" /></td>

</tr>

<tr>

<td align = "right">Country</td>

<td>

<select name = "Country">

<option value = "-1" selected>[choose yours]</option>

<option value = "1">USA</option>

<option value = "2">UK</option>

<option value = "3">INDIA</option>

</select>

</td>

</tr>

<tr>

<td align = "right"></td>

<td><input type = "submit" value = "Submit" /></td>

</tr>

</table>

</form>

</body>

</html>

### Output

## Basic Form Validation

First let us see how to do a basic form validation. In the above form, we are calling **validate()** to validate data when **onsubmit** event is occurring. The following code shows the implementation of this validate() function.

<script type = "text/javascript">

<!--

// Form validation code will come here.

function validate() {

if( document.myForm.Name.value == "" ) {

alert( "Please provide your name!" );

document.myForm.Name.focus() ;

return false;

}

if( document.myForm.EMail.value == "" ) {

alert( "Please provide your Email!" );

document.myForm.EMail.focus() ;

return false;

}

if( document.myForm.Zip.value == "" || isNaN( document.myForm.Zip.value ) ||

document.myForm.Zip.value.length != 5 ) {

alert( "Please provide a zip in the format #####." );

document.myForm.Zip.focus() ;

return false;

}

if( document.myForm.Country.value == "-1" ) {

alert( "Please provide your country!" );

return false;

}

return( true );

}

//-->

</script>

## Data Format Validation

Now we will see how we can validate our entered form data before submitting it to the web server.

The following example shows how to validate an entered email address. An email address must contain at least a ‘@’ sign and a dot (.). Also, the ‘@’ must not be the first character of the email address, and the last dot must at least be one character after the ‘@’ sign.

### Example

Try the following code for email validation.

<script type = "text/javascript">

<!--

function validateEmail() {

var emailID = document.myForm.EMail.value;

atpos = emailID.indexOf("@");

dotpos = emailID.lastIndexOf(".");

if (atpos < 1 || ( dotpos - atpos < 2 )) {

alert("Please enter correct email ID")

document.myForm.EMail.focus() ;

return false;

}

return( true );

}

//-->

</script>

**Function**

* Function is a reusable code-block that will be executed whenever it is called.
* Function is a great time saver.
* It is used for performing repetitive tasks where you can call the same function multiple times to get the same effect.
* It allows code reusability.
* JavaScript provides number of built-in functions.

## Common Built-in Functions

|  |  |
| --- | --- |
| **Functions** | **Description** |
| isNan() | **Returns true,** if the object is Not a Number. **Returns false,** if the object is a number. |
| parseFloat (string) | If the string begins with a number, the function reads through the string until it finds the end of the number; cuts off the remainder of the string and returns the result. If the string does not begin with a number, the function returns NaN. |
| parseInt (string) | If the string begins with an integer, the function reads through the string until it finds the end of the integer, cuts off the remainder of the string and returns the result. If the string does not begin with an integer, the function returns NaN (Not a Number). |
| String (object) | Converts the object into a string. |
| eval() | Returns the result of evaluating an arithmetic expression. |

## User-defined Functions

* User-defined function means you can create a function for your own use. You can create yourself according to your need.
* In JavaScript, these functions are written in between the <HEAD> tag of the HTML page.

**Syntax:**  
function function\_name()  
{  
     //Code;  
}

#### Example : Function Declaration

function add()      
{  
     var a, b;  
     var sum = 0;  
     sum = a + b;  
     document.write(“Addition : ”+sum);  
}

## How is a function executed on an event in JavaScript?

<input type= “button” onClick= “add()” value= “buttonvalue”>

* onClick – Event Handler
* add() – Function name

#### Example : Simple Program on User-defined Function

<html>   
<body>   
     <script type="text/javascript">   
     function add()          // Function Declaration  
     {   
          var a = 2,b = 3;   
          var sum = 0;   
          sum = a+b;   
          document.write("<b>Addition: </b>"+sum);   
     }   
     </script>   
     <p> Click the Button</p>   
     <input type="button" onClick="add()" value="Click">          //add() - Calling Function  
</body>   
</html>

**Output:**  
![user defined function add](data:image/jpeg;base64,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)  
**Addition:** 5

v

Javascript also has its own built in functions. These built in functions also known as global functions.

The beauty of these function are, you can use these function with any Javascript built in object such as String , Number, Date, RegExp, Array, Boolean and Math. Javascript's all built in object support these functions.

## Javascript Built in Functions

Here is a list of built in functions with description.

|  |  |
| --- | --- |
| **Function** | **Description** |
| [isNaN](https://www.techstrikers.com/Javascript/javascript-isnan-function.php) | This function is intended to determines whether value is a legal number or not. |
| [isFinite](https://www.techstrikers.com/Javascript/javascript-isfinite-function.php) | This function is intended to find whether a number is a finite legal number. |
| [eval](https://www.techstrikers.com/Javascript/javascript-eval-function.php) | This function is intended to execute Javascript source code. |
| [number](https://www.techstrikers.com/Javascript/javascript-number-function.php) | This function is intended to converts object to the corresponding number value. |
| [string](https://www.techstrikers.com/Javascript/javascript-string-function.php) | This function is intended to converts object to the corresponding string value. |
| [parseInt](https://www.techstrikers.com/Javascript/javascript-parseint-function.php) | This function is intended to converts string value to integer. |
| [parseFloat](https://www.techstrikers.com/Javascript/javascript-parsefloat-function.php) | This function is intended to converts string value to floating point number. |
| [escape](https://www.techstrikers.com/Javascript/javascript-escape-function.php) | This function is intended to encodes the string value into world wide acceptable format. |
| [encodeURI](https://www.techstrikers.com/Javascript/javascript-encodeuri-function.php) | This function is intended to encode URI. |
| [decodeURI](https://www.techstrikers.com/Javascript/javascript-decodeuri-function.php) | This function is intended to decode URI. |
| [encodeURIComponent](https://www.techstrikers.com/Javascript/javascript-encodeuricomponent-function.php) | This function is intended to encode URI component. |
| [decodeURIComponent](https://www.techstrikers.com/Javascript/javascript-decodeuricomponent-function.php) | This function is intended to decode URI component. |

**Javascript Built-in-funtion Object**

In Javascript string object is used to hold a series of charecters and allows you to perform string manipulations, such as finding character index, replacing charecter, converting string in uppercase ot lowercase etc.

A Javascript can be any text inside double or single quotes and support variety of helper methods to manipulate on it.

**Syntax**

<html>

<head>

<title>My first Javascript code</title>

var stringOne = "Javascript suppert variety of helper methods";

var stringTwo = "Javascript is case sensitive language";

</head>

<body>

</body>

</html>

OR, you can use String global object directly

<html>

<head>

<title>My first Javascript code</title>

var obj = new String("Javascript suppert variety of helper methods");

</head>

<body>

</body>

</html>

**Distinction between string primitives and String objects**

JavaScript distinguishes between String objects and primitive string values. JavaScript automatically converts primitives value to String objects, so that it's allows you to use String object methods for primitive strings as well.

<html>

<head>

<title>My first Javascript code</title>

var string\_prim = 'Some string';

var string\_obj = new String(string\_prim);

alert(typeof string\_prim); // display "string"

alert(typeof string\_obj); // display "object"

</head>

<body>

</body>

</html>

In Javascript string primitives and string objects also give different results when you use eval(). Primitives passed to eval are treated as source code; String objects are treated as all other objects are, by returning the object. For example:

<html>

<head>

<title>My first Javascript code</title>

var str1 = '12 + 12'; // creates a string primitive

var str2 = new String('23 + 23'); // creates a String object

alert(eval(s1)); // returns the number 24

alert(eval(s2)); // returns the string "23 + 23"

</head>

<body>

</body>

</html>

# Javascript Number Object

In Javascript number type include floating-point and integer values, its wrapper for primitive numeric values.

A Number object is created using the Number() constructor. In Javascript numbers can be divided into two groups:

**Integers** - The numbers such as 120, -232, and 5.

**floating-point** - The fractional numbers such as 4.33, -8.422, and .55

In Javascript primitive number can be declared using the literal notation:

**Syntax**

<html>

<head>

<title>My first Javascript code</title>

var x = 13.44; // A number with decimals

var y = 45; // A number without decimals

</head>

<body>

</body>

</html>

OR, you can use Number global object directly

<html>

<head>

<title>My first Javascript code</title>

var val = new Number(number);

</head>

<body>

</body>

</html>

## Number Properties

Number object has following properties that are part of every object.

|  |  |
| --- | --- |
| **Property** | **Description** |
| MAX\_VALUE | Return largest positive representable number in Javascript. |
| MIN\_VALUE | The smallest positive representable number in Javascript. |
| NEGATIVE\_INFINITY | Represents negative infinity (returned on overflow) |
| NaN | Represents a "Not-a-Number" value |
| POSITIVE\_INFINITY | Represents positive infinity (returned on overflow) |
| prototype | Allows to add addition of properties and function to all objects |
| constructor | Returns a reference to the function that created the Number object |

# Javascript Math Object

In Javascript Math object provides veriety of methods or function and properies that can be used to easily do mathematical calculations. Math object is an in-built object and so it is not required to instantiate the object as done for Date object.

Unlike the other global objects, Math is not a constructor. All properties and methods of Math are static.

Here is the simple syntax to call properties and methods of Math.

**Syntax**

<html>

<head>

<title>Javascript Math Object</title>

var log\_val = Math.LOG10E;

var sine\_val = Math.sin(10);

</head>

<body>

</body>

</html>

## Math Properties

Here is a list of each math property with description.

|  |  |
| --- | --- |
| **Property** | **Description** |
| [E](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Euler's constant and the base of natural logarithms, approximately 2.718. |
| [LN2](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Natural logarithm of 2, approximately 0.693. |
| [LN10](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Natural logarithm of 10, approximately 2.302. |
| [LOG2E](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Base 2 logarithm of E, approximately 1.442. |
| [LOG10E](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Base 10 logarithm of E, approximately 0.434. |
| [PI](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Ratio of the circumference of a circle to its diameter, approximately 3.14159. |
| [SQRT1\_2](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Square root of 1/2; equivalently, 1 over the square root of 2, approximately 0.707. |
| [SQRT2](https://www.techstrikers.com/Javascript/javascript-math-object.php) | Square root of 2, approximately 1.414. |

# Javascript Date Object

The Javascript date() method of date object returns today's date and time. Date object are usually created using new Date() constructor. Use it for example to get today's date and time.

In Javascript to work with date and time, create an instance of date() object with new keyword.

There are different way to create a date object in Javascript.

* new Date("Month dd, yyyy hh:mm:ss")
* new Date("Month dd, yyyy")
* new Date(yy,mm,dd,hh,mm,ss)
* new Date(yy,mm,dd)
* new Date(milliseconds)

Here is how you can create a Date object for each of the ways above:

**Syntax**

<html>

<head>

<title>Javascript Date Object</title>

var my\_date=new Date("August 15, 1947 13:14:00");

var my\_date=new Date("August 15, 1947");

var my\_date=new Date(88,09,12,13,14,00);

var my\_date=new Date(88,09,12);

var my\_date=new Date(500);

</head>

<body>

</body>

</html>

**Note:** Paramters in the brackets are always optional

* If no arguments are provided, the constructor creates a JavaScript Date object for the current date and time according to system settings.
* If at least two arguments are supplied, missing arguments are either set to 1 or 0 for all others.
* JavaScript date is based on a time value that is milliseconds since midnight 01 January, 1970 UTC. The JavaScript Date object range is -100,000,000 days to 100,000,000 days relative to 01 January, 1970 UTC.
* JavaScript Date object provides uniform behavior across platforms. The time value can be passed between systems to represent the same moment in time and if used to create a local date object, will reflect the local equivalent of the time.
* JavaScript Date object supports a number of UTC (universal) methods, as well as local time methods. UTC, also known as Greenwich Mean Time (GMT), refers to the time as set by the World Time Standard. The local time is the time known to the computer where JavaScript is executed.
* Invoking JavaScript Date as a function (i.e., without the new operator) will return a string representing the current date and time.

Once created an instance of the Date object, you can access all the methods of the date object from intance variable.

## Date Properties

Here is a list of each date property with description.

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](https://www.techstrikers.com/Javascript/javascript-date-object.php) | Specifies the function that creates an object's prototype. |
| [prototype](https://www.techstrikers.com/Javascript/javascript-date-object.php) | This will allows you to add properties and function to an object. |

# Javascript Array Object

In Javascript Array Object is special type of object, it is used to store multiple values in a single variable.

The elements in a JavaScript array can have different data types, and they can be accessed by indexing. Javascript allows to array of array, elements of an array can also be arrays. In that case, the array is a multi-dimensional array. JavaScript allows associative arrays, too. In this type of arrays, each stored value is associated with a unique key, which can be used as an index. The unique keys are string types.

Here is the simple syntax to call properties and functions of Array Object.

**Syntax**

<html>

<head>

<title>Javascript Array Object</title>

<SCRIPT LANGUAGE="JavaScript">

var arr = new Array ();

var arr = new Array ("Orange", "Mango", "Banana");

// or

var arr = ["Orange", "Mango", "Banana"];

// display the elements of the array

for (var i = 0; i < arr.length; i++) {

document.write (arr[i]);

}

// you can access the elements of the array by zero-based indices

var firstItem = arr[0]; // "Orange"

var thirdItem = arr[2]; // "Mango"

// you can get the length of the array by the length property

var len = arr.length; // 3

//Creating multidimensional array

var arr1 = new Array ("A", "B", "C");

var arr2 = new Array (1, 2, 3);

var multiArr = new Array (arr1, arr2);

// or

var multiArr = [arr1, arr2];

// you can access the elements of the array by zero-based indices

var firstRow = multiArr[0]; // same as arr1

var secondRowFirstCell = multiArr[1][0]; // 1

</SCRIPT>

</head>

<body>

</body>

</html>

## Array Properties

Here is a list of each array property with description.

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](https://www.techstrikers.com/Javascript/javascript-array-object.php) | This will returns a reference to the array function that created the object. |
| [index](https://www.techstrikers.com/Javascript/javascript-array-object.php) | This property represents the zero-based index of the match in the string |
| [input](https://www.techstrikers.com/Javascript/javascript-array-object.php) | This property is only present in arrays created by regular expression matches. |
| [length](https://www.techstrikers.com/Javascript/javascript-array-object.php) | Reflects the number of elements in an array. |
| [prototype](https://www.techstrikers.com/Javascript/javascript-array-object.php) | The prototype property allows you to add properties and methods to an object. |

# Javascript Boolean Object

Javascript boolean object can have logical values either true or false. JavaScript implicitly uses the Boolean object whenever a Boolean data type is converted to a Boolean object.

Variable type Boolean does not support any quotes for example - "true" is not equal to true, "true" will be considered as a string.

**Syntax**

<html>

<html>

<head>

<title>Javascript Boolean Object</title>

<SCRIPT LANGUAGE="JavaScript">

var val = new Boolean(value);

</SCRIPT>

</head>

<body>

</body>

</html>

JavaScript pitfalls: null, false, undefined and NaN

## Comparison operators

**Zero - 0 :** Evaluates to false in boolean operations. Always use === when comparing to the number 0.

### Javascript Boolean Example

<html>

<head>

<title>Javascript Boolean Object</title>

<SCRIPT LANGUAGE="JavaScript">

var x = 0;

var y = false;

alert(x == y) // return true

alert(x === y) // return false

</SCRIPT>

</head>

<body>

</body>

</html>

**Empty - "" :** Evaluates to false in boolean operations. Always use === when comparing to an empty string.

### Javascript Boolean Example

<html>

<head>

<title>Javascript Boolean Object</title>

<SCRIPT LANGUAGE="JavaScript">

var x = null;

var y = false;

alert(x == y) //return true

alert(x === y) //return false

</SCRIPT>

</head>

<body>

</body>

</html>

**Undefined :** If a variable has not declared or assigned yet then that variable will be given a special undefined value.

### Javascript Boolean Example

<html>

<head>

<title>Javascript Boolean Object</title>

<SCRIPT LANGUAGE="JavaScript">

var x;

var y = false;

typeof(x) //return undefined

alert(x == y) //return true

alert(x === y) //return false

</SCRIPT>

</head>

<body>

</body>

</html>

**NaN :** Not a Number, generated when arithmetic operations return invalid results.

### Javascript Boolean Example

<html>

<head>

<title>Javascript Boolean Object</title>

<SCRIPT LANGUAGE="JavaScript">

var x = 10/zero;

alert(x); //return NaN

var x = 10/zero;

alert(x == x) //return false

</SCRIPT>

</head>

<body>

</body>

</html>

## Boolean Properties

|  |  |
| --- | --- |
| **Property** | **Description** |
| [constructor](https://www.techstrikers.com/Javascript/javascript-boolean-object.php) | This will returns a reference to the Boolean function that created the object. |
| [prototype](https://www.techstrikers.com/Javascript/javascript-boolean-object.php) | This prototype property allows you to add properties and methods to an object. |

# Javascript JSON Object

JavaScript Object Notation - JSON is a very lightweight data-interchange format. The most improtant thing about JSON is, easy to read and write. It is language-independent data exchange format that makes you easy to easily share information between veriety of our systems and devices, regardless of technology.

JSON is a simple text (key-value) that is completely language independent but uses conventions that are familiar to programmers of C#, Java, JavaScript and many others. These make JSON an ideal data-interchange language. Here is an example of JSON data:

### Javascript Simple JSON Object Example

<html>

<head>

<title>My first JSON Object Code</title>

<SCRIPT LANGUAGE="JavaScript">

var jsonData=

{

"firstName": "Jimi",

"lastName": "Scotts",

"address": "12-13-283/A1"

}

document.write(jsonData.firstName + ' ' + jsonData.lastame);

</SCRIPT>

</HEAD>

<BODY>

</BODY>

</HTML>

### Javascript Array In JSON Object Example

<html>

<head>

<title>My first JSON Object Code</title>

<SCRIPT LANGUAGE="JavaScript">

var jsonData={"customer":[

{

"firstName": "Jimi",

"lastName": "Scotts",

"address": "12-13-283/A1"

},

{

"firstName": "Tom",

"lastName": "Scotts",

"address": "12-13-284/A2"

}

]}

document.write(jsonData.customer[0].firstName + ' ' + jsonData.customer[0].lastame);

</SCRIPT>

</HEAD>

<BODY>

</BODY>

</HTML>